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ABSTRACT
Cloud systems are increasingly challenged by job failures caused by fluctuating
workloads and unpredictable resource availability. While much of the existing
research emphasizes failure prediction, less attention has been given to
implementing mitigation strategies post-prediction. This paper introduces an
Adaptive Failure Mitigation Framework that combines machine learning-based
failure prediction with adaptive resource management techniques. Using historical
logs and system metrics, the framework applies the Random Forest algorithm to
classify potential failure types. Based on these predictions, a rule-based Cloud
Manager dynamically executes appropriate corrective actions tailored to job
priority, predicted failure category, and real-time node availability. The corrective
strategies include dynamic resource reallocation, job rescheduling, live migration
to alternative servers, and replication of critical tasks to ensure continuity and data
safety. Evaluations conducted using the Google 2019 dataset show the framework
achieves a high classification accuracy of 99.98% in identifying failure types and
successfully mitigates 91.2% of predicted job failures.
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صخلملا
دراوملا رفوت مدع ىلإ اًبلاغ كلذ عجریو ،)Cloud Jobs( نیمدختسملا ماھم ضعب ذیفنت لشف نع ةجتان ةدیازتم تایدحت ةیباحسلا ةبسوحلا ةمظنأ ھجاوت
ىلعو .نیمدختسملا اضرو ءادلأا ىوتسم ضافخنا ىلإ يدؤی امم ،عقوتم ریغ لكشب لمعلا ءابعأ ةدایزو بلطلا تابلقتل ةجیتن ،بسانملا تقولا يف ةمزلالا
  ةلاعف تایجیتارتسا ذیفنت يأ ،ؤبنتلا دعب ام ةجلاعم يف احًضاو ارًوصق  كانھ نأ لاإ ،لشفلاب ؤبنتلا تاینقت ریوطت ىلع تزكر ثاحبلأا نم دیدعلا نأ نم مغرلا
  ةرادإو يللآا ملّعتلا تایمزراوخ نیب عمجی ،اھعوقو  لبق لشفلا تلااح ةجلاعمل اًیفیكت ارًاطإ ثحبلا اذھ حرتقی ،قایسلا اذھ يف .عقوتملا لشفلا عم لماعتلل
  ةیمزراوخ مادختساب كلذو ةحاتملا دراوملل لاعف ةرادإ بولسأو ةقباسلا ةیلیغشتلا تانایبلا لیلحت ىلع حرتقملا راطلإا دمتعی .ةیكیمانید ھقیرطب دراوملا
)Random Forest( لوئسملا لقعلا موقی ،ؤبنتلا جئاتن ىلع ءًانب .ةیلاع ةقدب اھثودح لمتحملا لشفلا عاونأ فینصتل )Cloud manager( تاءارجإ ذیفنتب  
  .يلعفلا تقولا يف  دراوملا رفوت ىدمو ،عقوتملا لشفلا عونو ،ةمھملا ةیولوأ رابتعلاا يف ذخأت ةددحم دعاوق ىلع اًدامتعا ،يكیمانیدو يئاقلت لكشب ةیحیحصت
  ةیرارمتسا نامضل ةجرحلا ماھملا راركتو ،ةلیدب مداوخ ىلإ ماھملل رشابملا لقنلا ،ماھملا ةلودج ةداعإ ،دراوملا صیصخت ةداعإ :ةجلاعملا تایجیتارتسا لمشت
  غلبت ةیلاع فینصت ةقد ققحی راطلإا نأ  ٢٠١٩  ماعل  Google  تانایب ةعومجم مادختساب اھؤارجإ مت يتلا تامییقتلا ترھظأ .تانایبلا ةملاسو ةمدخلا

 .ةیباحسلا ةبسوحلا تائیب ءادأو رارقتسا نیسحت يف ھتیلاعف دكؤی ام ،٪٩١٫٢  ةبسنب عقوتملا لشفلا ةبسن لیلقت يف مھاسُیو ،لشفلا عاونأ دیدحت يف ٪٩٩٫٩٨
 .دراوملا ةرادإ⸲ھیدامتعلاا⸲ماھملا لشف فیفخت⸲ةیباحسلا ةبسوحلا⸲ماھملل يكذلا میظنتلا: ةیحاتفملا تاملكلا

1. INTRODUCTION

Cloud computing environments offer scalable and flexible infrastructure to support diverse
applications with varying resource demands. As these systems expand in size and complexity,
efficient resource management becomes increasingly vital to maintaining reliable service delivery
[1,2]. Despite advances in cloud scheduling and provisioning, job failures remain a pressing
concern. These failures frequently result from overutilization, underutilization, or sudden changes
in resource availability [2-4]. When a job fails, the system suffers not only from service
interruptions but also from unnecessary consumption of critical resources, including CPU cycles,
memory, and storage space. In current cloud platforms, failed jobs consume substantial resources
throughout their execution lifecycle, even when they ultimately do not complete successfully. This
leads to degraded performance and lower throughput for cloud service providers (CSPs) clusters.
Additionally, high failure rates disrupt workload continuity and reduce the efficiency of system-
wide resource utilization [4-5]. Minimizing task or job failure is, therefore, essential to improving
cloud reliability and reducing operational waste. Traditional mitigation strategies often rely on job
redundancy, where backup instances are pre-deployed to take over in case of failure. While this
approach reduces service interruptions, it increases infrastructure and maintenance costs for CSPs
and introduces potential service delays for customers [4-7]. Redundancy also leads to inefficient
resource allocation, particularly in large-scale and dynamic environments with fluctuating demands.
Recent research has focused on predictive analytics as a promising alternative. By identifying
failure-prone jobs before execution, cloud platforms can proactively allocate resources, reschedule
jobs, or apply alternative strategies to enhance execution success. Predictive models not only
reduce the need for redundant infrastructure but also allow for more intelligent scheduling decisions
that improve overall system performance [7-8].

However, there is a clear research gap, since existing predictive frameworks face several
limitations. Many models use overly simplistic learning techniques that fail to capture
dependencies across multiple data dimensions. Some approaches focus exclusively on failure
prediction while overlooking the importance of post-prediction actions [7-9]. Others limit their
input to resource demand parameters, neglecting real-time resource usage data, which can offer
crucial insights into failure behavior [10-12]. This study addresses these limitations by developing
a data-driven framework that incorporates machine learning (ML) for failure type prediction and
adaptive cloud resource management. The proposed solution examines four critical dimensions:
application-level demands, infrastructure capabilities, configuration parameters (such as priority
and scheduling policies), and actual resource usage during execution. By analyzing their
interrelationships, the framework identifies significant failure patterns and proposes accurate early-
stage predictions of job outcomes. In addition to prediction, the framework introduces a set of
proactive remedy actions to protect jobs that are likely to fail. These include dynamic resource
reallocation, intelligent rescheduling, job migration, and selective replication for high-priority tasks.
Since the selection and sequence of these actions significantly impact performance and resource
efficiency, the decision-making process is modeled as a constrained optimization problem. A
heuristic strategy is introduced to determine the most effective combination of actions while
minimizing response time and reducing overhead. The key contributions of this paper can be
summarized as follows:
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1) A predictive failure classification model is built based on the Random Forest (RF) algorithm
to highly predict multiple job failure types, including EVICT, FAIL, LOST, and KILL, and
identify failure risks.

2) An adaptive remediation engine is added to the framework by a rule-based decision process
to evaluate each job’s failure probability and urgency level and select the most suitable
remedy from a set of predefined strategies such as replication, live migration, resource
scaling, or rescheduling.

3) The Adaptive Failure Mitigation Framework (AFMF) boosts cloud performance, optimizes
resource utilization, and strengthens resilience. Adaptation to workload demands and
system constraints ensures efficiency and scalability for proactive fault management in
large-scale environments.

This paper follows a structured flow. Section 2 reviews existing literature on cloud failure
prediction and resource scheduling. Section 3 introduces the mathematical modeling of failure type
classification using the Random Forest algorithm, along with the heuristic-based remedy strategy
and a comprehensive description of the dataset. Section 4 presents the proposed framework in detail,
explaining both the classification model and the rule-driven remediation techniques, in addition to
analyzing trace data to support the design. Section 5 outlines the experimental setup, reports the
obtained results, and evaluates the overall performance of the system. Finally, Section 6 concludes
the study and discusses potential directions for the future.

2. RELATED WORK

The primary goal of this section is to review recent studies relevant to the proposed research.
Numerous researchers have applied statistical, machine learning, and deep learning (DL)
techniques to large-scale datasets, especially Google Cluster trace, to predict job or task failures.
While many solutions forecast failure probabilities with high accuracy, few use those predictions
to guide targeted corrective actions [10]. This work advances the field by integrating precise failure
type classification with real-time decision-making for dynamic resource remediation [13,14].

A critical challenge in cloud computing has been addressed: the frequent occurrence of task
failures caused by the complex and dynamic nature of these systems [15]. They found that
traditional fault-tolerance methods could not handle such challenges effectively. To solve this, they
developed an ML framework that predicts failures in advance. They used CatBoost with a genetic
algorithm to select important features and applied a tuned multilayer perceptron for prediction.
Their model, tested on the Google 2019 dataset, reached 98.38% precision, 99.62% recall, and
99.31% accuracy. These results confirm the model’s strength in early fault prediction. The AI-based
Cloud Failure Prevention Algorithm (ACFP), which utilizes multiple ML and DL models to analyze
traces from the Google 2019 cluster has been introduced [16]. ACFP aims to predict job failures
using advanced techniques such as CatBoost, LightGBM, Gradient Boost, and RF. Each of these
models delivered perfect scores in accuracy, F1 score, and precision during evaluation. Once
evaluated, the algorithm automatically selects the most accurate model based on its predictive
performance. It then relies on critical parameters, such as resource utilization, event type, and
scheduler behavior, to generate actionable recommendations for preventing failures. Experimental
outcomes confirmed that ACFP significantly improved prediction accuracy, reducing the failure
rate from 22.76% to just 2.67%.

A proactive task scheduling framework tailored for cloud environments, with a specific
focus on managing task failures has been presented [17]. The authors analyzed three large-scale
datasets from Google, Alibaba, and Trinity to gain a deeper understanding of failure patterns. Based
on this analysis, they developed a failure-aware scheduling model that predicts task termination in
real time and applies appropriate corrective measures. Their results were compelling: using the
Google Cluster 2011 dataset, ANN and CNN models achieved prediction accuracy of 94% and
92%, respectively. Additionally, by applying corrective actions to tasks likely to fail, particularly
in the Alibaba dataset, the framework preserved up to 40% of those tasks and reduced resource
waste, including CPU and RAM. An advanced approach to resource scheduling in edge-cloud
environments, aiming to optimize performance and enhance service quality has been explored [18].
To meet these goals, the authors combined Deep Reinforcement Learning (DRL) for workflow
preprocessing with multi-objective optimization, enabling Pareto-optimal scheduling decisions. To
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address the growing complexity of resource coordination in modern cloud infrastructures, a
machine learning-based framework aimed at improving workload distribution and boosting overall
operational efficiency has been proposed [19]. To address this, the authors built a neural network
model capable of processing real-time sensor data across the infrastructure. This model adapts to
changing environmental conditions and enhances both resource utilization and task execution
across virtual machines.

The issue of fault tolerance in dynamic cloud environments, where changes in workload,
system states, and configurations often lead to unpredictable failures has been tackled [20]. These
variations make accurate failure prediction difficult, especially in datasets where failed jobs are
rare. To overcome this, the authors proposed using an ensemble ML technique. They tested their
approach using the Google Cluster 2019 dataset. Results showed an impressive accuracy of 98.92%,
confirming their strength in predicting failures in dynamic and imbalanced cloud settings. A
thorough statistical analysis of resource usage patterns in distributed computing environments has
been carried out [21]. Their investigation revealed clear behavioral distinctions between successful
and failed tasks. Based on this observation, they utilized the XGBoost classifier to predict task
failures. The model delivered strong results, with a precision of 92% and a recall of 94.8%,
confirming its reliability and practical potential. In a related effort, a predictive resource
management framework designed for both cloud and volunteer computing systems has been
introduced [22]. The framework features a dual-mode auto-scaling mechanism that integrates both
reactive and proactive strategies. Central to the proactive mechanism is a Hidden Markov Model
(HMM) that anticipates future resource behavior. Tuli et al. [23] presented CILP, a co-simulation-
driven imitation learning platform designed to address the challenges of virtual machine
provisioning. Their framework divides the provisioning process into two core components:
predicting workload demands and optimizing provisioning actions. Experimental results showed
that CILP enhanced resource utilization by up to 22%, improved QoS by 14%, and reduced
execution costs by 44% when compared to conventional methods.

Building on the need for balanced cloud resource management, DCOTS, a scheduling
algorithm that simultaneously considers user deadlines and budget limitations while optimizing
overall provider performance has been developed [24]. The approach integrates cost and time
constraints into a unified decision-making process, creating an equitable solution for both clients
and service providers. The serious consequences of task failures in cloud computing, including
service interruptions and poor user experience have been addressed [25]. To mitigate these risks,
they proposed a DL-based approach using a Bidirectional Long Short-Term Memory (Bi-LSTM)
model. This architecture leverages the sequential nature of task execution data to better capture
dependencies. A comprehensive evaluation of the Google 2019 dataset has been performed [26].
They focused on terminated jobs and job-level workload characteristics in large-scale clusters. The
authors emphasized the importance of understanding workload behaviors to boost system
throughput and optimize resource allocation. Traditional ML models for failure prediction using
Google's Borg cluster traces from 2019 h has been investigated [27]. Given the complexity of
modern cloud systems, the authors recognized the urgent need to reduce downtime and associated
costs. They tested 4 ML algorithms, Decision Tree (DT), RF, Gradient Boosting (GB), and Logistic
Regression (LR), to develop failure classifiers. Their DT model delivered the best results, achieving
98.79% accuracy.

Early task failure prediction using a clustering-based strategy has been  [28]. They grouped
jobs with similar characteristics using Fuzzy C-Means (FCM), treating each cluster as a distinct
dataset for model training and evaluation. They compared the performance of three algorithms:
Extreme Learning Machine (ELM), Support Vector Machine (SVM), and LR. ELM and SVM
performed best, each reaching an accuracy of 89.96%, while LR followed with 80.93%. A multi-
layer Bi-LSTM network to predict both job and task failures has been employed [29]. They used a
combination of static and dynamic job features during training. The model achieved up to 93%
accuracy in predicting task failures and up to 87% for job failures, confirming its effectiveness
across different failure types. The job failures by examining both workload patterns and system
attributes has been analyzed [30]. They created three DL models to classify job termination states.
Their models achieved 94.4% accuracy for job classification and 76.8% for task classification,
indicating strong performance with room for refinement at the task level. The features associated
with application failures in cloud environments has been identified [31]. They developed an LSTM-
based model that predicted application termination status with an accuracy of up to 87%. The use
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of static offline models for job termination prediction and introduced an Online Sequential Extreme
Learning Machine (OS-ELM) has been challenged [32]. This model updates continuously as it
receives new data. It achieved 93% accuracy, showing the promise of real-time learning methods
in dynamic cloud settings.

The features that most strongly correlate with job and task failures in cloud environments
has been studied [33]. They examined resource usage logs and job event data. Using a Recurrent
Neural Network (RNN) model, they reached an accuracy of around 84%, highlighting the value of
sequence modeling in failure prediction. Table 1 presents an overview of the key studies addressing
failure prediction and resource management within cloud clusters. These contributions have
significantly shaped the state of the art, yet many of them approach predictive modeling and
adaptive recovery as distinct processes. In several cases, solutions rely heavily on redundancy-
based strategies, while others limit themselves to a single type of remedial action. Such limitations
reveal a consistent gap in the literature, a lack of comprehensive frameworks that unite accurate
failure forecasting with flexible, context-aware decision-making for resource control. In response
to this challenge, the present work proposes an integrated approach that combines an RF
classification model with a rule-guided remediation mechanism.

Table 1: Key Research Contributions on Managing Failures and Resources in Cloud Environments

Models
used

Dataset Modeling Insights Test Env.
Corrective
actions
applied?

Accuracy Ref.

Tuned
multilayer
perceptron

Google
 Applied a Single model to classify

jobs as failed or successful. - No 99.31%
[15]

(2022)

ANN and
CNN

Trinity
Alibaba
Google

 Used two separate models to
detect failures, and no failure
classification was implemented

Local server
Yes, saved
40% of
failed tasks

ANN = 94% CNN
= 92%

[17]
(2021)

XGBoost,
AdaBoost,
GD,
And Light
GBM

Google

 Tested multiple algorithms
individually

 Failure classification was not
applied

- No
XGBoost (Best) =
98.92%

[20]
(2024)

SVM,
LSTM, and
Bi-LSTM

Google
 Developed a dynamic task

migration strategy that activates
after failure detection.

 ML & DL models are applied.

CloudSim Yes
Bi-LSTM (Best) =
93%

[25]
(2024)

DT, RF,
GBoost, and
LR

Google

 Applied 4 ML algorithms to
predict failures, and only one
model is used at a time

 No type of failure classification
applied

- No
DT (Best) =
98.79%, for task
failures

[27]
(2023)

Bi-LSTM Google

 Applied DL algorithm to predict
job and task failure

 Single model used.
 No failure classification applied.

- No

93%, for task
failures
and 87%, for job
failures

[29]
(2020)

LR and
KNN

Bit
Brains
dataset

 Tested 2 ML Algorithms
individually

 No failure classification applied
Google
Colab Pro+ No KNN= 99%,

LR = 95%.
[34]

(2022)

SVM, LDA,
CART, RF,
KNN

NERSC
 Provided failure specifics for I/O

related systems and components
 Tested the models individually

Local server No SVM(Best)=
90.76%

[35]
(2019)

RF, DT,
NB, and
QDA

Google
Mustang
Trinity

 Applied ML models
separately.

 No detection of failure types
Google
Colab Pro+ No

DT (Best) on
Google dataset =
99%.

[36]
(2022)

Ensemble
Model,
ANN, and
KNN

Google

 Used an ensemble technique.
 No detection of failure types.
 ML & DL models are applied.

AWS
SageMaker No Ensemble =

99.13%.
[37]

(2023)
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3. METHODOLOGY

3.1. Mathematical Model for Failure Type Classification Using RF

Reliable classification of cloud job failures supports smarter resource allocation and faster recovery.
A mathematical model built on the RF algorithm enables precise identification of failure types
based on historical patterns. The model relies on structured input features that capture key attributes
of each job, forming the foundation for accurate predictions.

 Input Representation
Each cloud job j is represented by a feature vector:

x୨ = ൣx୨1, x୨2, … , x୨d൧ ∈ ℝd

Where:

 d is the number of features describing the job.

 𝒙𝒋𝒌 denotes the k-th feature of job j.

 The feature vector captures historical metrics such as CPU usage, memory consumption,
scheduling class, and prior failure history.

 Failure Type Classification Objective
Let:

 𝐹 = {FAIL, KILL, LOST, EVICT} is the set of possible failure classes

 𝑓௝ ∈ 𝐹 : the actual failure class for job j

 𝑓ఫ෡ ∈ 𝐹 : the predicted failure class for job j, produced by the Random Forest classifier.

 RF Prediction Process
The RF classifier C consists of an ensemble of M decision trees {𝑇1,𝑇2, … ,𝑇ெ}. Each decision tree
Tm independently predicts a class label for the input job:

Tm൫x୨൯ ∈ F, for m = 1,2, … , M
To determine the final predicted class 𝒇𝒋෡ , the model uses majority voting across all trees, as

shown in Equation 1:

𝑓ఫ෡ = ar g m ax𝑓∈𝐹 ෍ 1൫𝑇௠൫𝑥௝൯ = 𝑓൯
ெ

௠=1

(1)

Where 1(⋅) is the indicator function that counts votes:

1൫Tm൫x୨൯ = f൯ = ൜1, if tree m predicts class f
0, Otherwise

This model aggregates the decisions of multiple trees to robustly classify the failure type of a
given job. By leveraging the diversity of the ensemble, the RF mitigates overfitting and increases
prediction accuracy, particularly in large-scale, dynamic cloud environments.Corr
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3.2. Heuristic Remedy Strategy and Mathematical Modeling

The remedy framework employs a heuristic-based strategy that selects corrective actions using
conditional logic tied to job attributes and system resource states.

 Critical jobs are handled through replication. The system replicates the job across multiple
nodes n, where n ≥ 2, ensuring redundancy, as defined in Equation 2:

Replication Nodes = {Top n nodes by availability} (2)

 High-priority jobs are migrated to better-suited nodes. The selection criterion ensures
availability as described in Equation 3:

Available CPU ≥ CPU୨ob ∧ Available RAM ≥ RAM୨ob (3)

 Medium-priority jobs use dynamic scaling. The system calculates a resource scaling factor
according to Equation 4:

Scale Factor = minቆ
CPUnode

CPU୨ob
,
RAMnode

RAM୨ob
ቇ (4)

The job’s demands are scaled as:

CPUad୨usted = CPU୨ob × Scale Factor

RAMad୨usted = RAM୨ob × Scale Factor

 Low-priority jobs are rescheduled. They are deferred until resource conditions improve, as
determined by Equation 5:

Reschedule Time = t + Δt (5)

Where Δt is a future slot based on system load.

3.3. Dataset Description

The Google Cluster dataset offers a detailed view of resource usage across eight cloud clusters,
each containing approximately 12,000 machines as of May 2019 [4]. Released in early 2020, the
dataset spans around 2.4 terabytes and captures jobs and tasks submitted throughout May 2019
[38,39]. It focuses specifically on resource requests and consumption patterns, as summarized in
Table 2 [2]. Each data entry represents a group of machines within a single cluster [40-42]. A
typical Google cluster consists of numerous servers, physically arranged in racks and
interconnected via high-bandwidth networking. Inside a cluster, machines are further grouped into
what’s known as a “cell.” This cell operates under a unified management system that handles the
scheduling and allocation of computing tasks. In this environment, resource requests come in two
main forms: jobs and alloc sets [43-45]. A job includes one or more tasks and defines the
computational work a user wants to perform [4]. Each task acts as a Linux program that runs on a
single machine and may involve several subprocesses depending on its complexity [46,47].Corr
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Table 2: Details of Google 2019 Clusters.

Date May 2019
Dataset Duration 31 days
Cloud Clusters 8

Total No. of Machines 96.4k
No. of Machines per Cluster 12.0k

Hardware platforms 7
Machine shapes 21
Priority values 0–450

Alloc sets Y
Job dependencies Y
Batch queueing Y
Vertical scaling Y

Format BigQuery tables

When a job is submitted in the Google Cloud system, it may optionally request an alloc set
for its execution. In such cases, each task within that job draws its required resources from one of
the alloc instances that belong to the specified alloc set. If no alloc set is provided, the system
allows tasks to consume resources directly from the machine where they are deployed [4]. This
process introduces multiple execution scenarios, all of which are visually summarized in Fig. 1
[48,49]. The dataset documentation categorizes jobs and alloc sets as “collections” while tasks and
alloc instances are referred to as “instances”.  Given the massive scale of the full dataset, a
representative sample was selected to simplify processing and analysis [48-50]. During the
lifecycle of a collection or instance, termination can occur through one of five event types:

 Finish: The jobs are successfully executed and completed as expected [4].

 Evict: The system forcibly removes the task for several reasons, including hardware
malfunctions, mandatory operating system updates, preemption by higher-priority tasks, or
overuse of system resources, where the actual demand exceeds the available capacity,
prompting the scheduler to free up space [17,38].

 Kill: The user manually cancels the task [4]. This can also happen indirectly if a parent task
is terminated, resulting in the automatic cancellation of its child tasks [49,51].

Fig. 1 : Job lifecycle [4]
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 Fail: The task terminates unexpectedly due to internal errors, such as segmentation faults
or exceeding resource limits. These failures often result from memory leaks, configuration
errors, or other runtime issues [4,49].

 LOST: The system expected a termination event to occur, but the relevant log data was
missing or corrupted, making it unclear how or when the task ended [4,38].

3.4. Google Priority Tier Classification

Google’s cloud infrastructure categorizes jobs into distinct priority tiers, each with specific service
guarantees and associated costs. The scheduler manages jobs based on job priority, which is
grouped into structured tiers. Each tier reflects the job's importance and influences how resources
are allocated and protected under varying load conditions [4,52]. At the lowest level is the Free
Tier, which includes jobs with a priority value of 99 or below. These jobs are not billed and come
with no Service Level Objectives (SLOs), meaning they receive minimal scheduling guarantees.
Next is the Best-effort Batch (BEB) Tier, covering jobs with priorities ranging from 110 to 115.
These jobs are managed by the batch scheduler, incur minimal charges, and, like the free tier, are
not tied to any formal SLOs. The Mid-tier sits just above, including jobs with priorities from 116
to 119 [4,53]. These tasks benefit from weaker SLOs compared to higher-tier jobs and are charged
less than production workloads. The Production Tier, which spans priorities from 120 to 359,
consists of high-availability jobs that are critical to user-facing services. These jobs are billed at the
standard rate and enjoy stronger guarantees [4]. To meet their SLOs, the system may preempt
lower-priority jobs if necessary [52-54]. At the top of the priority scale lies the Monitoring Tier,
which includes jobs essential for the stability and observability of the cloud infrastructure. These
tasks often monitor other services and have the highest priority, marked by values of 360 or greater
in the 2019 trace [55,56]. Table 3 below is a summary table that presents the job priority tiers.

Table 3: A summary of the job priority tiers

Tier Name Priority Range Description SLOs Charges

Free Tier ≤ 99 Lowest-priority jobs with no service guarantees. None None

Best-effort Batch 110–115 Batch-scheduled with minimal charges. None Low

Mid-tier 116–119 Medium-priority with reduced internal cost. Weak Moderate

Production Tier 120–359 High-availability jobs. Strong Full

Monitoring Tier ≥ 360 Very Critical or sensitive jobs. Highest Highest

4. PROPOSED ADAPTIVE FAILURE MITIGATION FRAMEWORK

In this study, we present the AFMF, specifically designed to address failure events in dynamic cloud
computing environments. The framework is designed to accurately identify the specific failure type
for each job, categorizing it as one of the following: Evict, Fail, Lost, or Kill. This classification
enables the system to apply the most appropriate mitigation strategy for each failure case,
improving operational efficiency and fault tolerance. As illustrated in Fig. 2, the framework
comprises three main modules: data preprocessing, failure type classification, and remedy
decision-making.Corr
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Fig. 2: Adaptive Failure Mitigation framework

We utilize the RF algorithm to predict failure based on historical job execution data. Using
these predictions, a rule-based Cloud Manager (CM) selects and applies the most suitable recovery
action. These adaptive strategies help maintain workload continuity, optimize resource utilization,
and enhance system reliability. Notably, AFMF remains cloud-platform agnostic, allowing it to be
adapted to any dataset that includes relevant failure-related information. However, minimal
configuration adjustments may be necessary to tailor it to the unique characteristics of specific
cloud centers.

4.1 Data Preprocessing:
Data preprocessing is a critical step in preparing raw information for ML applications. The process
began by importing the dataset using the Pandas library, with the first column set as the index to
facilitate cleaner referencing and organization. One of the most important preprocessing steps
focused on the resource_request column, which stored CPU and memory values in a semi-
structured string format, such as {type: REQUEST, cpu: 2.0, memory: 512}. Since this format is
not suitable for direct numerical analysis, a custom parsing function was developed to extract the
CPU and memory values. The function verified the structure of each entry, retrieved the relevant
values, and replaced any invalid or malformed records with NaN. To maintain data consistency,
missing values across all numerical columns were then addressed. Instead of discarding incomplete
rows, which could reduce valuable training data, the missing entries were replaced with the
meaning of their respective columns. This approach preserved the dataset’s statistical distribution
while ensuring that no gaps disrupted the model’s learning process. Following this, the index was
reset to ensure structural consistency across all records, and a quick validation confirmed that no
missing values remained.

The data cleaning phase involved eliminating columns that added little or no predictive
value. Text-heavy fields such as user, scheduler_name, and high-cardinality attributes like
machine_id were removed due to their limited relevance and the unnecessary complexity they
introduced. Additional columns, including tail_cpu_usage_distribution, event, and
collection_logical_name, were also excluded because they were either deeply nested or redundant.
After cleaning the data, the focus shifted to engineering features that could better represent the
underlying system behavior. Resource usage information was extracted from the resource_request
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and maximum_usage columns. Using the earlier parsing function, memory and CPU usage values
were pulled and placed into new columns. These metrics offered a clearer and more structured
representation of each job’s resource footprint, which is crucial for identifying failure patterns. To
better understand relationships between variables, a correlation matrix was generated and
visualized.

Fig. 3: Correlation between Features

Fig. 3 presents a heatmap that captures the correlation patterns among various features in
the dataset. This visualization helps clarify the relationships and interactions between those
attributes. A clear and strong positive correlation appears among memory-related features,
including assigned_memory, requested_memory, and maximum_memory_usage. This finding
implies that memory allocation strategies are closely aligned with actual usage levels, reflecting
consistent planning across jobs. The same trend is evident in CPU-related attributes. Both
requested_CPU and maximum_CPU_usage are highly correlated, which suggests that resource
provisioning for computational tasks generally matches the system's operational demands. Such
alignment indicates that CPU planning is effectively synchronized with workload requirements.
The correlation analysis also reveals a notable positive association between priority and
alloc_collection_id. This relationship suggests that higher priority jobs often follow predefined
allocation patterns, pointing to the presence of structured or policy-based scheduling mechanisms.
In contrast, scheduling_class shows a negative correlation with both priority and scheduler. This
means that jobs assigned to lower scheduling classes are more likely to receive higher priority,
possibly due to system rules that prioritize specific job types. These jobs may be managed
differently to ensure performance or meet predefined constraints. Some features, including
start_time, end_time, and vertical_scaling, display weak correlations with other variables. Their
limited associations suggest that these attributes have little influence on resource requests or actual
usage, making them less significant from a predictive modeling perspective.

Once the new features were constructed, the dataset was narrowed down to retain only the
most relevant predictors. All features except for the failure label were used to build the input matrix,
while the failed column was designated as the prediction target. For effective model evaluation, the
dataset was split into two parts: 70% for training and 30% for testing. This division ensured that
the model could learn from a significant portion of the data while reserving enough examples for
reliable performance evaluation.
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Fig. 4: Data preprocessing steps

Before feeding the data into the model, feature scaling was applied. Using standard
normalization, each feature was transformed to fall within a similar range. The scale was fitted on
the training data and then applied to the test data to maintain consistency between the two subsets.
Fig. 4 summarizes the steps involved in the data preprocessing process.

4.2 Type of Failure Prediction Method
Classifying failure types is essential for identifying the causes of job interruptions in cloud
computing. A predictive model was developed to assign each failure to one of four categories:
EVICT, FAIL, LOST, or KILL, enabling service providers to apply precise corrective actions that
improve reliability and resolution speed. This is especially beneficial for large-scale providers such
as Alibaba, Amazon, and Microsoft, where early intervention enhances stability and user
experience. After preprocessing, the model was trained using an RF classifier with 100 DTs, chosen
for its strength in handling structured, high-dimensional data and its reliability in classification
tasks. Historical execution patterns were used to build a strong predictive base, with a fixed random
seed ensuring consistency. The trained model was evaluated on unseen data to test its generalization
ability, using a confusion matrix to measure classification accuracy and a detailed report on
precision, recall, and F1-score for each category.

4.3 Dynamic Remediation Techniques for Predicted Job Failures in Cloud Environments
To address predicted failures in cloud-based workloads, the simulation framework incorporates a
module called CM, designed specifically for dynamic remediation. This class orchestrates
intelligent decision-making by evaluating both job urgency and system resource availability. The
core logic begins by sorting all jobs based on two primary factors: their assigned priority (ranging
from Low to Critical) and their estimated probability of failure. This dual-ranking strategy ensures
that the most critical and failure-prone jobs are addressed before others. At the same time, compute
nodes are evaluated and ranked according to their current availability and capacity, enabling
optimal job placement. Once prioritization is complete, the CM applies targeted remediation
strategies tailored to the priority level of each job. Critical jobs activate a replication strategy,
creating backup instances across the two most suitable nodes to maximize fault tolerance. High-
priority jobs trigger migration; the system searches for a more capable node with matching resource
availability and transfers the job accordingly. For jobs labeled as medium priority, the framework
dynamically scales the allocated CPU and RAM, aligning resource demands with what the node
can realistically provide. Low-priority jobs are not immediately executed. Instead, they are deferred
and rescheduled, allowing the system to manage them when resources become more favorable.

Each remediation decision is recorded in a centralized action log, which serves as both a
diagnostic tool and a performance tracker. The CM tracks how often each remediation strategy is
applied. It also maintains a running count of jobs that are completed after receiving a remedy. Those
that fail despite intervention are flagged separately, providing transparency in the decision-making
process and allowing for more informed evaluation. After applying these strategies, the system
moves to evaluate its effectiveness. This is achieved by invoking the find_remedy_actions() method,
which processes the complete job list against the available infrastructure and determines an
appropriate course of action for each case. The number of jobs that successfully terminate following
a remedy is treated as a key performance indicator, reflecting the system’s operational efficiency
under dynamic conditions. To quantify the system’s impact more clearly, the framework calculates
the overall remediation success rate. This metric is defined as the percentage of jobs that were
successfully handled out of the total workload.
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4.4 Traces Analysis
The dataset sample utilized in this study was obtained from Kaggle, a widely recognized platform
for data sharing and collaboration [4,46]. It contains job-level logs from large-scale Google Cloud
data centers and captures a wide range of operational metrics. The dataset was compiled from eight
interconnected tables and includes thirty-three features, covering various dimensions of cloud job
execution such as resource allocation, scheduling behavior, and task performance [56-59]. Among
the records, a total of 167,900 jobs were labeled as failed. These instances form the core focus of
this study. Table 4 and Fig. 5 present the distribution of failure categories and highlight an
imbalance in the frequency of different failure types [49]. Each label corresponds to a specific
failure scenario that may occur during the execution of jobs in the cloud infrastructure. Since every
failed job must belong to exactly one of these categories, the classification task is defined as a
multiclass problem [60-62]. To address the class imbalance in our dataset, we applied the SMOTE
technique, which helped generate synthetic examples for underrepresented failure types. We
noticed significant disparity among class distributions, so we balanced them using SMOTE before
training the model. By incorporating SMOTE during preprocessing, we ensured the classifier
received a more representative and fair dataset to learn from. The model is trained to distinguish
between these categories by learning from patterns in the resource metrics and job characteristics
[63].

Table 4: Failed Classes distribution

Event Number of jobs Class
EVICT 14756 0
FAIL 92678 1
LOST 59515 2

KILL 951 3

Fig. 5: presents the class distribution of failed jobs in the dataset.

5. EXPERIMENTS

The primary objective of this experimental phase is to assess the performance of the AFMF in
predicting failure types and applying adaptive resource management. The RF classifier was trained
on the scaled training data and evaluated using the test set. Accuracy served as the core evaluation
metric, while additional metrics such as precision, recall, and F1-score were calculated to provide
a deeper understanding of the model’s classification performance. The confusion matrix offered a
clear view of how well each failure type, Evict, Fail, Lost, and Kill, was identified. The
effectiveness of the second phase of the framework was evaluated by measuring the number of jobs
that were completed following the application of corrective actions. Visualizations were used to
illustrate how many jobs were protected under each type of remedy action. Additionally, a
comparison between the total number of submitted jobs and those successfully terminated
highlighted the framework’s ability to maintain operational continuity and reduce failure-related
losses across the system.

5.1 platform

The implementation and execution of the proposed framework were conducted using the Kaggle
platform, a cloud-based environment that offers flexible computing resources for data science and
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machine learning tasks. Kaggle Notebooks provide an interactive interface like Jupyter Notebooks,
enabling seamless integration with datasets either from Kaggle’s public repository or through user
uploads. These notebooks support programming languages such as Python and R, allowing for the
development, training, and testing of both ML and DL models in an accessible online setting. In
this study, the authors utilized Kaggle’s standard resources, which include CPU-based computation,
up to 57.6 GB of disk storage, and a maximum of 30 GB of RAM. These specifications were
sufficient to support model training and evaluation. Each session also includes temporary local
storage that facilitates the handling of datasets, intermediate results, and model outputs throughout
the analysis. This setup ensured a smooth and efficient execution process without reliance on
external infrastructure.

Fig. 6: RF Confusion Matrix

5.2 Evaluating the type of Failure Prediction model
The goal of this section is to evaluate the RF model, which predicts the type of failure. The possible
failure outcomes are 'EVICT', 'FAIL', 'LOST', or 'KILL'. During the experimental phase, the RF
classifier was configured with two essential parameters. The first, n_estimators, was set to 100,
meaning the model constructed a total of one hundred DTs. This number enables the ensemble to
draw predictions from a broad set of trees, which enhances generalization and lowers the likelihood
of overfitting. Using multiple trees also contributes to greater model reliability, particularly when
handling complex or noisy datasets. The second parameter, random_state, was set to 42 to ensure
the reproducibility of results. This fixed value controls the randomness associated with tree
construction and data sampling. As a result, the model yields consistent outcomes across different
runs, which is especially valuable when performing repeated experiments or comparisons. The
evaluation metric used shows that the RF model has performed exceptionally well, with most
predictions being correct. Misclassifications are minimal, affecting only a few samples, and the
overall accuracy is 99.98%.

Fig. 6 presents the confusion matrix for the classification results, where each row
corresponds to the actual class and each column to the predicted class. For the EVICT class (labeled
as 0), the model demonstrated perfect classification, correctly identifying all 4427 samples without
any misclassifications. In the case of the FAIL class (class 1), a total of 27,802 instances were
accurately predicted, while only 1 sample was incorrectly classified as EVICT. No samples from
this class were misclassified as LOST or KILL. Moving to the LOST class (class 2), the model
successfully identified 17,850 samples, with only 5 mistakenly labeled as FAIL and no errors
involving the other classes. For the KILL class (class 3), 281 samples were correctly predicted,
while 4 were incorrectly classified as FAIL. These results demonstrate a high level of accuracy and
minimal confusion across class boundaries, indicating strong model performance in distinguishing
between different types of failures.

Although the number of misclassifications is minimal, understanding their operational
implications is crucial for effective cloud deployments. For example, classifying a KILL event as
a FAIL may lead the system to initiate unnecessary fault-recovery procedures, which waste
computing resources and cause delays, even though the termination was intentional. In contrast,
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classifying a FAIL as a KILL could result in overlooking an unplanned outage, delaying corrective
action, and potentially affecting service availability. Likewise, confusing LOST and FAIL cases
can influence the prioritization of resource reallocation, since LOST jobs often require data
recovery before rerunning. Although these errors account for less than 0.02% of total predictions,
adopting targeted mitigation strategies such as confidence-based alerts or secondary verification
for low-probability predictions could further limit their operational impact.

Fig. 7: Total Jobs VS Successfully Completed Jobs

5.3 Evaluation of dynamic remediation techniques for predicted job failures
This rule-based technique makes the system flexible and lightweight, ideal for large-scale cloud
management where rapid decisions are crucial. It balances simplicity with effectiveness by
applying structured, logic-based remedies under variable operating conditions. The evaluation of
the remedy system demonstrates that out of 167900 total jobs, 153144 were completed following
the application of targeted corrective actions, as illustrated in Fig. 7. These completed jobs were
recovered through one of four distinct strategies: replication, migration, dynamic resource scaling,
or rescheduling. Among them, replication contributed the highest raw number, accounting for
95006 recoveries. However, since replication involves deploying duplicate instances of the same
job across two nodes, this figure was normalized by dividing it in half, resulting in 47503 uniquely
protected jobs. Migration facilitated the completion of 32044 jobs by relocating them to more
capable nodes. Dynamic resource scaling allowed 57283 jobs to adjust their CPU and RAM
requirements based on node availability, while rescheduling helped recover 16314 low-priority
tasks by postponing their execution until sufficient resources became available. Together, these
tailored remedies formed a cohesive and context-aware framework for handling predicted failures.
Table 5 and Fig. 8 present a detailed breakdown of the number of jobs recovered by each remedy
action.

Table 5: Number of Protected jobs per Remedy Action

Corrective Action Number of protected Jobs
Replication 95006

Migration 32044
Resource Scaling 57283

Rescheduling 16314Corr
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Fig. 8: Effectiveness of Corrective Actions

The overall effectiveness of the system was calculated at 91.21%, underscoring the strength of its
adaptive decision-making and scalability. The results affirm the value of this heuristic-based system
in enhancing service continuity and optimizing workload execution. By maintaining a high job
completion rate and ensuring efficient use of cloud resources, the remedy system establishes itself
as a practical and intelligent solution for managing large-scale, failure-prone environments. To
place the 91.21% remediation success rate in perspective, we compared the proposed heuristic
framework with a baseline redundancy-based method that replicates all predicted risky jobs without
any prioritization. Using our dataset of 167,900 jobs, this baseline recovered 47,503 jobs (28.3%
success rate after normalizing for duplicate instances) because it could not address failures caused
by resource shortages or scheduling limitations. In comparison, our framework dynamically applies
replication, migration, scaling, or rescheduling according to job priority and node status, achieving
recovery for 153,144 jobs (91.21% success rate). This outcome reflects a 3.2× improvement over
the baseline while minimizing unnecessary duplication and resource overhead.

Despite the strengths of the proposed framework, several limitations remain. The model
depends heavily on the accuracy of predicted failure probabilities; any deviation in these estimates
can lead to incorrect or inefficient remedy choices. It also lacks economic awareness, which may
result in unnecessary resource consumption in environments where cost optimization is critical.
Additionally, the framework does not consider energy efficiency, which is increasingly important
in sustainable cloud operations. Without energy-aware decision-making, the system may
overutilize high-power nodes regardless of workload demand.

CONCLUSIONS AND FUTURE WORK
This study presented a comprehensive framework for predicting and mitigating job failures in
large-scale cloud environments using ML and heuristic-based techniques. The proposed solution
centered on two essential components: an intelligent failure type classification model and an
adaptive remedy system capable of responding dynamically to predicted failures in real time.
Together, these components offer an integrated approach that improves fault tolerance, enhances
resource efficiency, and supports operational stability across distributed systems. The classification
model, built using the RF algorithm, achieved a remarkably high level of predictive performance,
reaching an overall accuracy of 99.98 %. This result confirms the model’s ability to accurately
differentiate among distinct failure types. In parallel, the dynamic remedy system applied a
heuristic strategy that selected corrective actions based on job priority, predicted failure probability,
and current resource availability. By sorting jobs by evaluating node capacities in real time, the
system assigned one of four predefined remedies: replication, migration, resource scaling, or
rescheduling. This rule-based logic eliminated the need for computationally expensive optimization
procedures and enabled swift, context-aware decisions even under heavy workloads.

The remedy system successfully addressed 91.21 % of the jobs predicted to fail. This result
demonstrates a notable improvement compared to the performance outcomes reported in previous
studies. The proposed framework effectively bridges the gap between early failure detection and
proactive corrective action, reinforcing its applicability in real-world cloud scenarios. Future work
may explore extending the framework with deep reinforcement learning to allow the system to
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learn from past remediation outcomes and refine its decision-making over time. Additionally,
incorporating cost-aware policies could improve resource allocation by factoring in operational
expenses and economic trade-offs.
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