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Abstract: We propose a small size fingerprint matching algorithm (4 KB) that can be 

executed on devices with a low computational power and a limited memory size. The 

algorithm is based on matching features that are invariant with respect to major 

transformations like translation and rotation. The matching algorithm has been implemented 

on a smartcard over the Java Card 
TM

 platform. The algorithm has an asymmetric behavior, 

with respect to the execution time that varies between correct positive and negative matches. 

The performance in terms of authentication reliability was tested on some databases from the 

Fingerprint Verification Competition 2002 (FVC2002) . 
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1. Introduction 
Any human physiological and/or behavioral characteristic can be used as a biometric 

characteristic as long as it satisfies some requirements such as permanence (measurement 

should be invariant with time), uniqueness (different values for different persons), 

universality (everyone should have this trait), acceptability (if people are willing to accept this 

technology), performance (the recognition accuracy and system requirements) and 

circumvention (how it is easy to fool the system) [2]. 

The most common biometric techniques are facial analysis, fingerprint verification, hand 

geometry and voice verification. Fingerprint matching is one of the most common biometric 

techniques used in automatic personal identification, because of its strong reliability and its 

low implementation cost. Moreover, it is also the most explored technology of all the others. 

Performing a biometric verification inside a smartcard is very difficult, since the processing 

capabilities of   smartcard processors are limited for such a complex task. With Match-on-

Card (MoC) technology, the original fingerprint template is stored inside the card, unavailable 

to the external applications and the outside world. In addition, the final matching decision is 

computed inside the smart card itself. Thus, the proposed MoC algorithm was developed to 

work in this bounded environment . 

 

The algorithm is based on some minutiae characteristics and more precisely on their local 

structure information. So there is no need to pre-align the processing fingerprint templates, 

which would be a difficult task to implement inside a smartcard. Moreover, it shows an 

asymmetric execution time between correct positive matches (same fingerprint) and correct 

negative matches (two different fingers). This is because the match procedure stops 

immediately when few minutiae pairs result in a positive match. If this check does not 

succeed, for example if the two fingers are different, or if the two acquisitions of the same 

finger are very different, the procedure is executed till the end (which will take longer time) 

and the match decision is taken only at its end. 
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Any biometric verification system is being tested by measuring two types of errors: 

considering the biometric measurements from two different fingers to be from the same one 

(false acceptance), and considering two biometric measurements from the same finger to be 

from two different fingers (false rejection).The probability of these events is respectively 

defined as the False Acceptance Rate (FAR) and False Rejection Rate (FRR).  

 

 

2. Related Work 
Regarding scientific literature on MoC, in [3] the minutiae spatial positions and the associated 

ridge orientation angle (x, y, θ) are used to represent and match the minutiae in the two 

templates. The authors use an accumulator array to compute the approximate transformation, 

and this process is repeated to find a fine-grain resolution, discretizing every time the array 

cell corresponding to the best transformation. However, the resources needed by this 

algorithm are above the current availability of today’s smartcard, since it has been tested on a 

32 bit ARM-7 processor. The test image set is composed of 400 images taken from 100 

individuals and the reported equal-error rate (EER) is about 6% .The equal error rate means 

that the false acceptance rate FAR and false rejection rate (FRR) are identical.  

 

The authors of [4] use the same representation (x, y and θ). The transformation between the 

two templates is accomplished outside the smartcard using the average horizontal and vertical 

coordinate values and the average direction of all the minutiae. The match is then performed 

by transforming the coordinates in a polar form with respect to the previous average values; 

for this reason, problems could arise in case of partial overlapping between the two 

fingerprints. Here the database has been generated using only 10 different fingerprints, and 

about 20 minutiae in each template. One more paper using a first step concerning external 

registration is [5]. Here, the match is then accomplished by applying Gabor filters to the 

fingerprint image, as described in [6]. The reliability tests were executed on the Siemens 

Fingerprint Database, containing 100 images each of 36 distinct users. Performances are 

reported for several different system configurations and, in the best reliability case, the 

procedure achieves a FRR of about 4% for a FAR of 0.1%, using four different reference 

templates (storage occupation is 9-10 Kbyte) and only one “query template”. 

 

The algorithm in [7] uses both the binary fingerprint image and the minutiae position. First, 

the host PC transmits the core location of the new acquired image, which is used by the card 

to compute registration parameters; these parameters are sent back and used by the host to 

register its image. Then the smartcard chooses some coordinates (typically, near to the 

minutiae locations) and the host PC use them to cut rectangular pieces (called “chips”) from 

the fingerprint image. Again, these chips are transmitted to the card and used for the final 

match step. Performances are obtained on a database with 576 fingers, with a FAR of 0.1% 

and 2% FRR. 

 

A verification method implemented in a Personal Digital Assistant (PDA) with a 206 Mhz 

Strong Arm processor is presented In [8]. So for a less resources-constrained system in 

respect to smartcards. The minutiae information recorded during the extraction is the triplet x, 

y and θ. The main aim of the authors is to show that replacing floating-point with fixed point 

computation does not affect the verification reliability performance: actually, most of the 

embedded processors in embedded devices do not support floating-point arithmetic. Only a 

small subset of all the minutiae points (the ones near to the core point) is used during the 

match procedure, which simply applies a bounding box technique. The test databases are 

collected from 383 different fingers for a total of 1149 images and the average computation 

time is 0.9 seconds. The achieved EER is nearly 7%. 
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The authors in [9] introduce an algorithm developed for embedded devices. This algorithm is 

based on the minutia neighbor features, like the neighbor distance and orientation with respect 

to the central minutia. The minutiae neighborhood similarity is computed by finding the 

feature distances and successively controlling them with the aid of a delimiting bounding box; 

if the checks are positive, the corresponding neighbors are then matched. The compared 

minutiae are considered as matched if the total number of their matching neighbors is above a 

certain predefined value. The final decision regarding the two entire templates is taken from 

an estimation based on the total number of the minutiae matched in this way. The test 

database has 100 images and performance are claimed to be 0.01% FAR and 1% FRR. 

 

In [10] a description is given of a matching algorithm expressly developed for the Java 

Card
TM

 platform and using the same feature extractor software as the one adopted in our 

solution. It uses two distinct algorithms for different feature types (a hybrid matcher) and at 

the end, the overall score is computed as a linear combination of the two independent sub-

scores. The first algorithm is based on the minutiae features and a graph structure is built 

starting from the core point position, then visiting the neighbor minutiae. The matching 

procedure is inspired from the point-pattern matching algorithm in [11] and its purpose is to 

find a spanning ordered tree touching as many nodes as possible in the two graphs. The 

second algorithm is ridge feature-based (texture) and is implemented exactly as described in 

[12]. 

 

 

3. Framework for a Secure Fingerprint Authentication on Smart Card 
 

3.1 Background 
In Sec. 2, the previous work related to the Match-on-Card problem has been presented. Some 

works have however been proposed for processor and devices with higher computational 

capabilities [3,8,9]. However, other algorithms are analyzed on databases with few images 

[4]. In other papers, good security performances are achieved only repeating the match on 

multiple templates [5], thus decreasing the average match time. Most of times, given solutions 

seem to need too much processor resources to be developed inside present-day smartcards. 

 

In this paper, the challenge was to accomplish an algorithm that can be implemented in a 

current smartcard environment; at the same time, the algorithm had to have satisfying 

characteristics of speed and security. For this reason, the local minutiae matching technique 

based on minutiae neighborhood is used, with which pre-align the two fingerprints is avoided, 

and which generally supplies simplicity and low computational complexity. With local 

structures it is possible to deal with displacement, rotation and partial overlapping problems, 

while bounding boxes are employed on the feature differences to compensate for the small 

plastic deformations.  

 
 

3.2 Framework Description  
Figure 1 depicts the functional block diagram of a secure fingerprint authentication on smart 

card. It shows that fingerprint authentication consists of the enrolment stage and the 

verification stage. Moreover, it could be noticed that the feature extraction is done in the 

computer and the matching process is done on the smartcard itself.  

 

It is useful to compare the matching algorithm performance with a common reference that is 

why Finger Verification Competition 2002 (FVC2002) is used. FVC2002 is a public 

benchmark allowing industrial, academic and independent developers to compare their 
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algorithms. In this way, we can compare and show the performance with respect to the 

algorithms in the competition, which are not restricted to the smartcard constraints. 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

Figure (1): Functional block diagram of a secure fingerprint 

 authentication on smart card 
 

 

 

3.3 Features Extraction 
In our implementation we have adopted the NIST Fingerprint Image Software (NFIS) [13], an 

open source toolkit which includes the MINDTCT minutiae data extractor used to extract the 

minutiae from a given fingerprint image. We have used this information to derive additional 

features directly used in our matching algorithm. These features are computed for each 

minutia with respect to its neighbors, and so each neighbor is described by four features (as 

shown in  Figure 2): 

 

 The Euclidean distance between the central minutia and its neighbor minutia (segment 

D); latterly referred to as Ed (Euclidean distance). 

 

 The angle between segment D and the central minutia ridge direction (angle α); 

latterly referred to as Dra (Distance relative angle). 

 

 The difference angle between central minutia and neighbor ridge orientation angle (θ1 

− θ2); latterly referred to as Oda (Orientation difference angle). 

 

 The ridge count between central and neighbor minutiae: given two minutiae A and B, 

the ridge count between them is the number of ridges intersected by the segment D (in 

Fig. 2 ridge count value is 1); latterly referred to as Rc (Ridge count). 
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Figure (2): Graphical description of the used features  
 

 

3.4  Matching Algorithm Description  
The matching algorithm computes how much the neighborhood of a minutia in the candidate 

template is similar to the neighborhood of each minutia in the reference template. After this 

process, the two most similar minutiae are matched and then discarded from following scan 

phases concerning other different minutiae of the candidate template. All these similarity 

measures are summed together during the process, and at the end the algorithm can decide if 

the two templates match by applying a threshold on this global score. 

 

Because the algorithm is run on the bounded environment of the smartcard , waiting for a 

complete minutiae match could lead to a waiting time too long for the user, that problem had 

been solved by stopping the algorithm as soon as one of the following cases is reached  

 

a. The algorithm finds some minutiae pairs (4 in our case) are matched with a very good 

similarity measure.  

 

b. Only the last examined minutiae pair has a matching value less than a very rigorous 

threshold.  

 

c. If the two previous conditions are not fulfilled, the algorithm explores all the minutiae 

pairings space. 

 

The delay for unsuccessful matches scanning all the minutiae list is not a problem, because it 

is more important to gain a high execution speed while verifying the true card-owner identity 

than quickly rejecting an impostor. 

 

 

4. The Implementation of the Proposed Match-on-Card  Algorithm 
a. Our Implementation differs from the proposed algorithm in [14] in that we have 

reduced the number of neighbors of each minutia from 8 to 5 and this will lead to the 

following: 
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1) MINDTCT C source code does not have to be modified to get 8 neighbor for 

each minutia 

 

2) The size of memory required to represent each minutia is reduced by about 

62.5%. 

 

3) Since an increase in the size of the templates to be compared, means a greater 

increase in the execution time of the algorithm, so we have earned a great 

enhancement in execution time. 

 

b. Converted applet file (cap file) is generated for the matching algorithm with size 4 KB 

(which is suitable for loading into the java card) using eclipse-SDK-3.7.2.  

 

c. The cap file is loaded into the java card using GPShell-1.4.4. 

 

d. The two fingerprints are matched using the uploaded applet by sending to the java 

card three APDU (application protocol data unit) 

 

1) Select APDU to select the matching applet (cap file). 

 

2) Put APDU to upload the array of bytes of the reference fingerprint. 

 

3) Compare APDU which contain the array of byte of the candidate fingerprint. 

 

e. The matching result is obtained by showing the response APDU which show whether 

the result is true or false. 

 

The fingerprint matching algorithm has been fully developed in JCOP V2.4.1 Revision, 

Product type J2A080, java card 2.2.2, global platform 2.1.1. The chosen smartcard has 77968 

bytes of EEPROM, 68112 bytes free ROM for applets, about 2014 bytes of  RAM memory, 

1462 bytes APDU buffer, the transmission protocol used is the T=0. 

 

The card support extended length of  APDUs with a maximum total length of 32767 bytes. 

Due to the environmental constraints like the EEPROM space, we have limited the maximum 

number of minutiae forming the template to the 20 most reliable, and the neighbor feature 

values have been sampled to be then stored in the low capacity Java Card™ data types as byte 

type. 

 

 

5. Experimental Results 
In order to evaluate our proposed implementation of the matching algorithm, FVC2002 

DB1_A (FVC2002) fingerprint databases have been used to measure the performance. 

 

After choosing the best values of the established thresholds to improve the results, a FAR100 

(the lowest achievable FRR for a FAR <= 1%) of 17% have been finally obtained with the 

FVC2002 fingerprint database. This is a very good result considering that, first, these 

databases include a lot of low quality images, and second, it is an implementation optimized 

to achieve both memory efficiency and faster matching time. A comparison of the 

performance and memory required for fingerprint templates between (Bistarelli 2006) 

algorithm in [14] and our implementation is shown in Table 1. 
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Regarding matching time, it is found that an on card matching time of about (0.9-50) seconds 

is obtained for nearly all of the matches. Maximum time is performed only when the two 

acquisitions belong to different fingerprints. In this case, the algorithm explores all the 

minutiae pairs. Actually the maximum time is not a problem, because it is more important to 

gain a high execution speed while verifying the true card-owner identity (true acceptance) 

than quickly rejecting an impostor (true rejection). 

 

 

Table 1: Overall performance results of both algorithms applied 

on FVC2002 fingerprint databases 
 

Algorithm FAR FRR Required memory 
(Bistarelli) algorithm in [14] 1% 10.6% 22084 = 1280 byte 

Proposed algorithm 1% 17% 22054 = 800 byte 

 

 

6. Conclusions 
In this paper a new fingerprint matching algorithm is proposed. This algorithm is tolerant to 

typical match problems such as rotation, translation. Our procedure achieves a small size 

algorithm suitable for the Java Card™ environment.  The high reliability, as determined from 

our analysis, can be further greatly improved using a good enrollment image, that produces a 

good quality template. The hypothesis of having a good quality template is not too restrictive 

and it is easily applicable, since the enrollment phase is accomplished only one time at the 

expedition of the java card. Scoring a FAR100 result of about 17% makes the algorithm 

implementation feasible in the live-scan applications for identity verification (like a MOC 

system). Our procedure is stopped as soon as the two templates are considered to belong to 

the same finger. Moreover algorithm shows a different execution time between correct 

positive and negative matches. 
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